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Abstract
Open education materials are critical for the advancement 
of open science and the development of open-source soft-
ware. These accessible and transparent materials provide 
an important pathway for sharing both standard geospa-
tial analysis workflows and advanced research methods. 
Computational notebooks allow users to share live code 
with in-line visualizations and narrative text, making them 
a powerful interactive teaching tool for geospatial analyt-
ics. Specifically, Jupyter Notebooks are quickly becoming a 
standard format in open education. In this article, we intro-
duce a new GRASS GIS package, grass.jupyter, that 
enhances the existing GRASS Python API to allow Jupyter 
Notebook users to easily manage and visualize GRASS 
data including spatiotemporal datasets. While there are 
many Python-based geospatial libraries available for use in 
Jupyter Notebooks, GRASS GIS has extensive geospatial 
functionality including support for multi-temporal analysis 
and dynamic simulations, making it a powerful teaching tool 
for advanced geospatial analytics. We discuss the devel-
opment of grass.jupyter and demonstrate how the 
package facilitates teaching open-source geospatial mode-
ling with a collection of Jupyter Notebooks designed for a 
graduate-level geospatial modeling course. The open educa-
tion notebooks feature spatiotemporal data visualizations, 

R E S E A R C H  A R T I C L E

Integrating GRASS GIS and Jupyter Notebooks to 
facilitate advanced geospatial modeling education

Caitlin Haedrich1   | Vaclav Petras1   | Anna Petrasova1   |  
Stefan Blumentrath2   | Helena Mitasova1,3 

DOI: 10.1111/tgis.13031

Received: 29 June 2022    Revised: 22 December 2022    Accepted: 26 January 2023

This is an open access article under the terms of the Creative Commons Attribution License, which permits use, distribution and 
reproduction in any medium, provided the original work is properly cited.

© 2023 The Authors. Transactions in GIS published by John Wiley & Sons Ltd.

 14679671, 0, D
ow

nloaded from
 https://onlinelibrary.w

iley.com
/doi/10.1111/tgis.13031 by N

O
R

W
E

G
IA

N
 IN

ST
IT

U
T

E
 FO

R
 N

A
T

U
R

E
 R

esearch, N
IN

A
, W

iley O
nline L

ibrary on [20/03/2023]. See the T
erm

s and C
onditions (https://onlinelibrary.w

iley.com
/term

s-and-conditions) on W
iley O

nline L
ibrary for rules of use; O

A
 articles are governed by the applicable C

reative C
om

m
ons L

icense

https://wileyonlinelibrary.com/journal/tgis
https://orcid.org/0000-0003-4373-5691
https://orcid.org/0000-0001-5566-9236
https://orcid.org/0000-0002-5120-5538
https://orcid.org/0000-0001-6675-1331
https://orcid.org/0000-0002-6906-3398
http://creativecommons.org/licenses/by/4.0/


HAEDRICH et al.2

1 | INTRODUCTION

The open science movement argues that science should be transparent and involve the free sharing of knowledge, 
methods, data, and code, thereby making science accessible to all (Petras et al., 2015; Rocchini & Neteler, 2012; 
Watson, 2015). There are six accepted pillars of open science: open data, open access, open methodology, open 
source, open peer review and open education (Watson, 2015). In many ways, these are related; increasing open 
education resources increases the accessibility of open-source software, which in turn, supports open research 
(McKiernan et al., 2016; Rey, 2018). Open science developed in response to calls within the scientific community 
for greater transparency and reproducibility (Morin et  al.,  2012; Rocchini & Neteler,  2012; Stodden et  al.,  2013; 
Watson, 2015). These calls for transparency and reproducibility in the sciences are not new; the advent of the scien-
tific journal was, after all, in response to those needs (Páez, 2021). However, centuries later, science still struggles 
to accomplish this. A study of 204 computational articles in Science from 2011 to 2012 found that only 26% had 
reproducible results (Stodden et al., 2018).

Open education, one of the pillars of open science, refers to open education resources that are freely available 
online and have open content licensing, allowing the materials to be used, replicated and modified (Belgiu et al., 2015; 
Weller et al., 2018). These materials play an important role in broader open education practices (Cronin, 2017), docu-
menting open-source software, increasing the accessibility of science and providing resources for instructors to build 
curriculums that teach open science practices.

In the geospatial sciences, there have been several recent studies presenting open education resources using 
open-source software and demonstrating their effectiveness in the classroom. For example, Ciolli et al. (2017) pres-
ent an open-source geospatial curriculum developed and employed at Italian universities for over two decades. Petras 
et al. (2015) discuss materials developed at North Carolina State University for teaching advanced geospatial mode-
ling with open-source software. Beyond the classroom, there are also many examples of general open education 
resources that have become extremely popular. For example, users of QGIS and Python may be familiar with the tuto-
rials created by Anita Graser (2022), Klas Karlsson (2022) or Hans van der Kwast (2022a). Geospatial data scien tists 
may have encountered University of Colorado Boulder's Earth Lab Python and R courses and tutorials (2022) or the 
courses available on GIS Open CourseWare (2022).

As the open science movement gathers momentum and open education resources multiply, computational note-
books, and Jupyter Notebooks in particular, have become popular across many disciplines (Pimentel et al., 2019; 
Rowe et al., 2020), including data science (Lasser et al., 2021; Perkel, 2018), bio-informatics (Engelberger et al., 2021) 
and earth science (Committee on Earth Observation Satellites, 2021; Wagemann et al., 2022). This format mixes live 
code with in-line code output and narrative text in a single document. Their rise reflects their ability to support open 
science: notebooks are a powerful teaching tool and an effective way to share scientific methods, supporting open 
research, open software (Rowe et al., 2020) and open education (Reades, 2020). For sharing scientific methods, note-
books can be a standalone presentation of work (Rey, 2018; Rowe et al., 2020): introduction, live code for methods, 
in-line results and narrative text discussing the results. Presenting work through computational notebooks also offers 
a transparent explanation of methods where users can see the inner workings of the analysis, test processing, and 
modify the inputs. In educational settings, notebooks offer live code with in-line results and narrative text to illustrate 
and document the code.

In geospatial science, scripting has become an essential skill in the field (Anbaroğlu,  2021; Brunsdon & 
Comber, 2021; Etherington, 2016; Palomino et al., 2017). Recent open education resources reflect this new demand 
for coding expertise: scripting and coding are increasingly taught in geospatial courses (Anbaroğlu, 2021; Bowlick 

hydrologic modeling, and spread simulations such as the 
spread of invasive species and urban growth.
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HAEDRICH et al. 3

et al., 2017; Petras et al., 2015; Reades & Rey, 2021). With the rise of computational notebooks and the demand 
for scripting in the geospatial sciences, it is unsurprising that Jupyter Notebooks are becoming popular for teach-
ing geospatial science. Several studies have already presented open educational resources that teach geospatial 
analysis through computational notebooks. For example, Reades  (2020) present an extensive open-source collec-
tion of Jupyter Notebooks for teaching spatial analysis at the undergraduate level. Arribas-Bel  (2019) presents a 
Jupyter-based Geospatial Data Science course that is offered at the University of Liverpool.

There is a large ecosystem of Python packages for geospatial analysis that are commonly used in Jupyter Note-
books, such as PySAL (Rey & Anselin, 2007), GeoPandas (Jordahl et al., 2020), Rasterio (Gillies et al., 2013), and GDAL 
(Rouault et al., 2022), including many open-source GIS software with Python APIs. While these Python packages 
can be used in Jupyter Notebooks as well as in plain scripts, additional extensions of the projects are specifically 
developed for the Jupyter Notebook environment to simplify setup or to take advantage of its interactive features. 
For example, Whitebox and QGIS both have Python APIs (giswqs/whitebox-python,  2022; QGIS Development 
Team, 2022) and third-party extensions for use in Jupyter Notebooks (giswqs/whiteboxgui, 2022; QGIS, 2022).

GRASS GIS, an open-source software, has an extensive geospatial toolset including support for multi-temporal 
analysis and dynamic simulations, making it a powerful teaching tool for advanced geospatial analytics. Because of its 
long history and large contributing community, numerous advanced analytical and modeling tools have been imple-
mented and continue to be implemented (Bornaetxea & Marchesini, 2022; Cimburova & Blumentrath, 2022). GRASS 
GIS also has a well-documented and extensively used Python API, making it well-suited for geospatial program-
ming. Finally, GRASS GIS has already been used for teaching advanced geospatial modeling and simulation by means 
of step-by-step tutorials that let students run GRASS tools with either the GRASS Graphical User Interface (GUI), 
Python API, GRASS console or Bash (Petras et al., 2015). Migrating these tutorials to Jupyter Notebooks would make 
them interactive, allowing students to run, modify, and explore the code while reading explanatory text.

However, several barriers exist to using GRASS GIS easily in Jupyter Notebooks. Although GRASS GIS has a 
Python API, GRASS session management and data visualization are not intuitive in Jupyter Notebooks. Launching 
GRASS GIS and accessing and visualizing data are complicated, requiring users to modify several environment varia-
bles. The static visualizations created by the GRASS Python API do not offer the interactivity that many users expect 
when working with geospatial data: the images do not allow users to zoom in or out or toggle between layers.

In this article, we introduce a new GRASS package, grass.jupyter, that enhances the existing GRASS Python 
API to allow Jupyter Notebook users to easily manage and visualize data including spatiotemporal datasets. The 
package also allows GRASS users to take advantage of Jupyter Notebooks interactivity and portability. We show how 
grass.jupyter could be used to facilitate teaching open-source geospatial modeling with a collection of Jupyter 
Notebooks designed for a graduate-level geospatial modeling course. The open education notebooks feature spati-
otemporal data visualizations, hydrologic modeling, and spread simulations including the spread of invasive species 
and urban growth.

2 | BACKGROUND

2.1 | GRASS GIS

GRASS GIS is an open-source Geographic Information System (GIS) software that provides powerful raster, vector, 
and geospatial processing tools, accessible through a GUI, Python API, command-line API, and integration with QGIS 
and R (Landa et al., 2022; Neteler & Mitasova, 2013). Tools, which are referred to as modules in the GRASS GIS docu-
mentation, include advanced terrain and hydrological modeling (Harmon et al., 2019; Jasiewicz & Stepinski, 2013; 
Mitasova et  al.,  2004), satellite and aerial imagery processing (Rocchini, Petras, Petrasova, Chemin, et  al.,  2017; 
Rocchini, Petras, Petrasova, Horning, et al., 2017), point cloud processing (Petras et al., 2017), visualization of raster 
and vector data and, clustering and classification algorithms including machine-learning methods (Flasse et al., 2021; 
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HAEDRICH et al.4

Koreň et al., 2021; Silver et al., 2019). For multi-temporal raster and vector data, GRASS GIS provides a temporal 
framework with associated processing and visualization tools (Gebbert & Pebesma, 2017). It is also optimized for 
efficient computing in high-powered computing environments with many cores, making it an ideal software for large 
geospatial analysis (Metz et al., 2017).

After its initial development at the US Army Corps of Engineers from 1982 to 1995 (Neteler & Mitasova, 2013), 
GRASS GIS development has become an international collaborative effort between private business, academia, and 
individuals. Several mailing lists provide forums for developers and users alike to discuss technical solutions for 
geospatial problems, future software features, software releases, bugs and to troubleshoot issues. The source code 
is hosted on GitHub and licensed under the GNU General Public License. Users can install GRASS GIS from the 
OSGeo-hosted website (GRASS GIS, 2022a).

The core of GRASS GIS processing is a library of tools, also called modules, that are divided into families by 
purpose. The general nomenclature is a single letter declaring a tool's family membership followed by a dot and the 
name of the tool. For example, r.mapcalc belongs to the raster family and is a raster calculator. Other families 
include g for general tools, v for vectors, d for display, i for image processing, t for temporal framework tools, db for 
database commands, and r3 for 3D raster tools.

To achieve accurate and consistent results, GRASS GIS requires data to be imported into its native data storage 
format and reprojected to a common Coordinate Reference System (CRS) for each project. This approach ensures all 
data are in the same CRS. By doing this up front, users avoid CRS mismatch issues later on in their workflow. Projects, 
also called locations, are defined by their CRS and contain sub-projects, called mapsets, that organize sub-regions, 
different workflows or other aspects of the project. Users also set a computational region defined as cell resolution 
and the geographic extent over which raster tools are applied. This is particularly useful when testing workflows: 
users can run an analysis on a small subset of data without cropping the data first.

2.2 | Jupyter Notebooks

Project Jupyter provides open-source software for interactive computing (Project Jupyter, 2022). The most promi-
nent product of Project Jupyter is the Jupyter Notebook, a shareable web document that combines live code with 
output and narrative text. In 2014, Project Jupyter began as a spin-off of the IPython Project which had its own 
IPython Notebooks. Project Jupyter formally introduced the Jupyter Notebook in 2016 (Kluyver et al., 2016; Project 
Jupyter, 2022). Since then, it has quickly become the format of choice for data scientists to explore data and share 
analyses (Perkel, 2018). Even in the first 2 years since its introduction, there have been over 1.4 million notebooks 
added to GitHub (Pimentel et al., 2019). Jupyter Notebook is not the first computational notebook introduced; R 
Markdown along with mathematics software Mathematica, SageMath, and Maple all offer interactive notebooks that 
mix text with live code (Kluyver et al., 2016). However, one of the big advantages of the Jupyter Notebook is that 
it supports a plethora of programming languages beyond its original three: Julia, Python, and R (in fact, this was the 
original naming inspiration JU-PYT-R) (Kluyver et al., 2016). As of May 2022, there are over 100 kernels available for 
Jupyter Kernels - jupyter/jupyter Wiki (2022). The default kernel installed with a basic installation of Jupyter Note-
book remains the IPython kernel.

Fundamentally, Jupyter Notebooks are JSON documents with .ipynb file extension. The notebooks consist of 
cells that can contain either code, Markdown, or unformatted/raw text (see Figure 1). Users select the cell type then 
run, modify, and re-run code cell-by-cell. The notebook is accessed through a web browser, making the interface 
consistent whether run locally or remotely (Kluyver et al., 2016). Notably, the notebooks do not compute or run 
within the browser application, just the user interface is in the browser; the computation occurs in a Jupyter kernel, 
running separately. With this configuration, notebooks can access other software as long as it is accessible where the 
kernel is running. Notebooks can be converted to a variety of formats including PDFs, HTML and LaTeX. The saved 
or exported notebooks can contain code outputs, making them an ideal format for sharing scientific methods and 
results.
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HAEDRICH et al. 5

Since the introduction of Jupyter Notebooks, a whole ecosystem of tools has been developed to support the 
sharing capabilities of Jupyter Notebooks. JupyterLab expands the original notebook viewer to include file browsing, 
multiple windows, and an extension library (Project Jupyter, 2022). Binder is an open-source service that hosts GitHub 
repositories containing notebooks as executable notebooks running in the cloud, allowing users to share their anal-
yses with anyone through a single link (Jupyter et al., 2018). Similarly, Google Colab, Code Ocean and CoCalc allow 
users to edit and execute the notebooks in the cloud (CoCalc – Run Python Online, 2022; Code Ocean, 2022; Google 
LLC, 2022). BinderHub and JupyterHub let users configure their own JupyterLab services (Project Jupyter, 2022).

3 | SOFTWARE ARCHITECTURE

grass.jupyter is a Python package. It is a subpackage of the GRASS Python library which is a component of 
the GRASS GIS software. grass.jupyter depends on several additional packages: folium (Filipe et  al.,  2022), 
ipywidgets (2022), IPython (Pérez & Granger, 2007), and Pillow (Murray et al., 2022). The grass.jupyter package 
was developed with significant collaboration and feedback from the GRASS user community, facilitated through the 
GRASS developer mailing lists and Google Summer of Code mentorship. The package was also tested in a classroom 
setting where student feedback was solicited, especially when refining API naming.

To use grass.jupyter, GRASS GIS is launched within a notebook by adding the GRASS Python library 
(containing grass.script and grass.jupyter) on the path, importing it, and then starting a GRASS session in 
a specific mapset. The grass.jupyter package was released with GRASS GIS version 8.2 (Landa et al., 2022) and 
contains two primary components, discussed in detail below: GRASS session management tools and data visualiza-
tion tools (Map, Map3D, InteractiveMap, and TimeSeriesMap).

3.1 | GRASS GIS session management

While GRASS sessions can be created from a notebook in the same way as from a Python script, there are differences 
between the expected behavior of a notebook and a script that require additional customizations (Figure 2). First, 
when calling GRASS tools from a notebook, the notebook should raise a Python exception when an error occurs 
instead of exiting the program, as would be appropriate for scripts. Second, standard error output of a subprocess 
is not visible in the notebook by default. The grass.script library needs to capture standard error output from 
GRASS tools that are called subprocesses and raise the error messages as Python exceptions. Third, it is generally 
expected that the whole notebook, as well as individual cells, can be executed repeatedly. However, by default 

F I G U R E  1   Illustration of Jupyter Notebook contents. Jupyter Notebooks contain a mix of markdown text, live 
code and code output.
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HAEDRICH et al.6

GRASS tools do not overwrite existing data. To allow repeated cell execution an environmental variable is set globally 
to allow overwriting by all GRASS tools.

To prevent users from having to configure these behaviors, we wrapped the configuration in the grass.jupy-
ter.init function, simplifying the launch as shown in Figure 2. Additionally, the init function returns a session 
object which allows users to switch between mapsets using the switch method. The session is automatically termi-
nated when the notebook is closed or the kernel is ended.

3.2 | Visualization classes

The primary functionality of grass.jupyter, besides session management, is easy visualization of GRASS data. The 
grass.jupyter package provides four different visualization classes: Map, Map3D, TimeSeriesMap, and Inter-
activeMap. In each case, a visualization is created by instantiating the class, adding one or more datasets, and calling 
the class' show method that returns a map in the form of a static image, animated series of images or an interactive 
HTML widget to be rendered in the notebook. An overview of the package architecture is shown in Figure 3. Each of 
the visualization classes uses a region manager to control the extent rendered, as described in Section 3.2.1.

3.2.1 | Region managers

Region managers are internal objects of grass.jupyter visualization classes that provide a more fine-grained 
control of the displayed geographic extent and raster resolution using the concept of computational regions 
(Section 2.1). By default, the rendered extent matches the extent of the first layer or first space–time dataset added 
to a map. Alternatively, the use_region=True option passed into the visualization class' constructor allows users 
to set the rendered extent to the current computational region and saved_region="myregion" to a region previ-
ously saved by g.region. Visualization classes that return an image or a series of images adjust the default output 
image size of 600 × 400 pixels to match the aspect ratio of the given geographic extent. Different image sizes can 
be set by width and height parameters. The described region manager default behavior was designed to deliver 
results with expected extent and size suited for a notebook environment.

3.2.2 | Map

Map provides static, PNG image renderings of GRASS data (Figure 4). Although this is possible using the grass.
script package, grass.jupyter encapsulates the GRASS rendering system so it is more intuitive and requires no 
knowledge of the rendering system (Figure 5). Without grass.jupyter, users must manually modify several envi-
ronmental variables, including the filename and file path of the output image. If the user creates multiple renderings, 
the image file path has to be changed in the environmental variable with each new image. Alternatively, users could 
overwrite the file with each new visualization; in practice, this requires users to run d.erase before creating a new 

F I G U R E  2   Comparison of GRASS session initiation with grass.script package (left) and with grass.
jupyter package (right).
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HAEDRICH et al. 7

F I G U R E  3   Diagram of grass.jupyter software showing private classes in gray and public classes and 
functions in orange. Arrows indicate composition for public classes and classes that are used by more than one 
class. Common class methods are listed within each box.

F I G U R E  4   Visualization classes available in grass.jupyter: Map for PNG image renderings (a), Map3D 
for 3D PNG image renderings (b), TimeSeriesMap for creating animations of space–time datasets (c), and 
InteractiveMap for creating interactive HTML maps with folium (d).
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HAEDRICH et al.8

rendering. Similar problems exist for legend creation. The grass.jupyter package solves these issues by creating 
a temporary directory for each instance of Map where the image file and legend text file are stored, thus creating an 
independent image for each instance of Map.

The second advantage of grass.jupyter.Map over the bare GRASS rendering system, accessed through 
grass.script, is the intuitive and consistent naming and API; all of the grass.jupyter visualization classes use 
a similar syntax for methods (show, save, and shortcuts to display family tools). After initiating an instance of the 
class, users call GRASS display tools to add elements to the rendering. This is done by calling the tool as a method 
of the instance and replacing the dot with the underscore as shown in Figure 4 (e.g., Map.d_rast would call the 
d.rast tool). Map does not implement a method for each display tool, rather it implements the Python magic method 
_ _getattr_ _ to parse the GRASS tool from the intercepted attribute and run the tool with grass.script. 
We chose this strategy because it avoids the need to wrap tools separately and will require less maintenance as the 
GRASS display library evolves.

By default, image rendering uses the resolution of the first raster added and resamples the raster to fit the given 
image size. As a result, high-resolution rasters can be rendered very quickly and use less computer memory.

3.2.3 | Map3D

Map3D renders PNG images of 3D perspective views (Figure 4). The Map3D has two main components: the render 
method, which creates the 3D surface image, and the overlay attribute, which renders overlays, such as a legend 
or title. The render method calls the m.nviz.image tool that wraps GRASS's 3D rendering engine to write static 
images. The overlay attribute accesses an instance of Map, allowing users to add elements to the image file using any 
command from the display family of GRASS tools. Map3D's syntax is consistent with other grass.jupyter visuali-
zation classes, allowing grass.jupyter users to create 3D perspective views without having to use the m.nviz.
image tool directly.

3.2.4 | TimeSeriesMap

GRASS GIS offers a library of tools that support the analysis and visualization of space–time datasets (Gebbert & 
Pebesma, 2017). These space–time datasets contain a series of raster or vector layers with associated timestamps. 
Although GRASS GIS does have a dedicated GUI tool for creating animations of space–time datasets and exploring 
the data with a time slider, the tool is inaccessible from Jupyter Notebooks. grass.jupyter provides this func-

F I G U R E  5   Code comparison for creating an in-line PNG image rendering with grass.script package (left) 
and with grass.jupyter package (right).
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HAEDRICH et al. 9

tionality with TimeSeriesMap, a class that allows users to build interactive animations of space–time datasets. 
Using ipywidgets, an interactive HTML widget library designed for Jupyter and the IPython Kernel, TimeSeriesMap 
renders each time step in the space–time dataset using the grass.jupyter.Map class then displays them with a 
Play widget (play, pause, loop button) and a SelectionSlider widget for the timestamp. Users add space–time 
datasets to the TimeSeriesMap instance with add_raster_series and add_vector_series for raster and 
vector datasets, respectively. An example is shown in Figure 4.

One of the design challenges we faced in creating animations for space–time datasets is handling variable time 
steps: these datasets require layers to be shown at irregular intervals along the selection slider and it is unclear what 
the expected behavior would be during long temporal gaps in data. To handle this, we use the gran method of the 
t.rast.list and t.vect.list tools to sample the data at the temporal granularity of the dataset, returning a 
list with evenly spaced timestamps and the name of the layer corresponding to each timestamp and NULL for steps 
without data. Then, the gap_fill Boolean parameter allows users to either fill the NULL steps with the previous 
layer (gap_fill=True) or render an empty image (gap_fill=False). This approach ensures that distances on the 
slider bar are proportional to time, even in the case of an irregularly-spaced time series. Rendering an image for each 
step in the time series can be quite time-consuming so TimeSeriesMap renders base layers once and then copies 
the file for each step, avoiding the need to render the base layers repeatedly.

The syntax for TimeSeriesMap was designed to be consistent with Map and Map3D: GRASS tools are called via 
class attribute parsing and the order the tools are called reflects the order in which they are rendered. For example, 
to create an animation of an inundation flood over a static elevation raster, users would first call d_rast for the 
elevation then add_raster_series to add the inundation space–time dataset. The show method displays the 
TimeSeriesMap and save writes a GIF animation of the TimeSeriesMap instance.

3.2.5 | GRASS-folium integration and InteractiveMap

Interactivity, such as zooming in and out or toggling between layers, is particularly useful for exploring geographic data. 
Users, especially those switching to Jupyter Notebooks from the GRASS GUI, may expect interactivity when visualizing 
geographic data. The grass.jupyter package provides this through direct integration with folium, a Leaflet library 
for Python (Figure 6), and the InteractiveMap class (Figure 4). Although there are several open-source geospatial 
mapping libraries that can be integrated into Jupyter Notebooks, we selected folium, a widely popular Python library 
built on top of Leaflet.js that covers all our mapping needs. folium creates interactive HTML maps that can be embed-

F I G U R E  6   Demonstration of GRASS-folium integration showing the creation of a folium map with grass.
jupyter.Raster.
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HAEDRICH et al.10

ded in Jupyter Notebooks. In addition to zooming in and out, users can add a layer control menu to toggle between 
layers and custom tile base layers, selected either from a list of built-in tilesets or with a URL to a custom tileset. Unlike 
Map, which resamples data to fit the rendered image size, InteractiveMap by default renders rasters in their native 
resolution so that the rasters can be inspected by zooming in. For large, high-resolution rasters, the default behavior 
for InteractiveMap can be computationally-intensive and may require a problematically large amount of memory; 
in this scenario, the user can use the region manager to set a lower-resolution computational region or smaller extent.

Compared to the other visualization classes which use the GRASS rendering library, GRASS-folium integration and 
InteractiveMap are more complex and computationally intensive because they require data to be reprojected. For 
visualization, folium and the underlying Leaflet.js package use Web Mercator projection (EPSG:3857), the de facto stand-
ard for web mapping applications. However, any coordinates, such as vector data in a GeoJSON file and bounding box of 
raster image overlays, need to be specified in degrees of latitude and longitude (WGS84, EPSG:4326); folium reprojects 
latitude and longitude to Web Mercator internally. Therefore, assuming the source and target CRS do not match, to render 
vector data, the grass.jupyter package first reprojects vector data to WGS84 and then exports it to GeoJSON. To 
render raster data, grass.jupyter reprojects a raster to Web Mercator and exports it as a PNG file. Additionally, the 
coordinates of the raster bounding box are reprojected to WGS84 so that folium fits the PNG image to specific bounds.

As shown in Figure  7, data are passed from GRASS GIS to folium by: (1) creating temporary locations in 
EPSG:3857 and EPSG:4326; (2) reprojecting data to the temporary locations, then (3) exporting the results as tempo-
rary GeoJSON or PNG files before (4) importing the data to a folium map. Raster bounds are passed as a variable. The 
reprojection and GeoJSON and PNG export is handled by the ReprojectionRenderer class, which also stores the 
name of the temporary files and raster boundaries. The Raster and Vector classes use ReprojectionRenderer 
to create the PNG and GeoJSON files and add them to an existing folium.map instance. Finally, the Interac-
tiveMap class uses ReprojectionRenderer, Raster and Vector to create folium maps.

InteractiveMap wraps folium completely creating an intuitive API that is consistent with other grass.
jupyter visualization classes. The simplicity of InteractiveMap combined with its consistent syntax with other 
grass.jupyter classes makes it a more accessible option, allowing users to avoid learning the folium package in 
addition to grass.jupyter. However, folium offers extensive customization options and additional functionality 
like heatmaps and tooltip pop-ups which cannot yet be accessed with the InteractiveMap class. Therefore, the 
add_to method in the Raster and Vector classes add data to existing folium.map instances, allowing users to 
take full advantage of folium's library (see Figure 6) and to allow folium users access to GRASS data.

4 | EXAMPLE APPLICATION

In this section, we show how grass.jupyter can be used to facilitate geospatial education and discuss an example 
workflow from a tutorial notebook. We employed grass.jupyter to teach a graduate-level course on Geospatial 
Computing and Simulation (GIS714) at North Carolina State University in Raleigh, North Carolina, USA. Previously, 

F I G U R E  7   Diagram of GRASS-folium integration process.
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HAEDRICH et al. 11

the course was taught with static, HTML-based tutorials described in Petras et al. (2015). With the completion of 
grass.jupyter, we were able to translate these tutorials to interactive Jupyter Notebooks that mix tutorial mate-
rial and code with assignment questions. The questions require students to write their own code and add text aimed 
to demonstrate comprehension of the material and the ability to implement their own computations and simulations. 
In addition to managing the GRASS session, we used grass.jupyter to visualize the input data and computed 
results.

The notebooks are hosted on GitHub in the public course repository (GIS714-Assignments, 2022) and students 
can choose to either run the notebooks remotely using Binder (Jupyter et al., 2018) or install GRASS GIS and Jupyter to 
run the notebooks locally. The notebooks cover material from 5 different topics in Geospatial Computing and Simula-
tion: Introduction to GRASS GIS, Temporal Analyses, Data Simulation, Surface Water Simulations, and Spread Models.

In the Surface Water Processes notebook (Figure 8), students learn several different methods in GRASS GIS for 
computing flow accumulation: routing with multiple flow direction, single flow direction and vector-based routing. 
Then, they implement the HAND (Height Above Nearest Drainage) method (Nobre et al., 2011) to model flooding 
along a stream. The notebook begins by launching GRASS GIS: after importing the grass.jupyter package as gj, 
we initiate the GRASS session with gj.init. On the Windows operating system, this process contains extra steps; 
we provided the students with more detailed instructions for working with GRASS GIS and Jupyter Notebook in 
the Windows operating system (Haedrich et al., 2022). We use the GRASS North Carolina example dataset (GRASS 
GIS, 2022a) with a small computational region (700 × 750 m) and a resolution of 1 m.

In the first half of the notebook, we compute and compare several flow accumulation algorithms. The first two 
are least cost path algorithms: single and multiple flow direction, both implemented in r.watershed. The notebook 
gives a demonstration of the single flow direction computation and then asks students to read the GRASS manual and 

F I G U R E  8   Illustration of an excerpt from the Surface Water Simulation notebook. Tutorial cells are in gray and 
answers to questions are in orange.
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HAEDRICH et al.12

change parameters to use the multiple flow direction algorithm instead. The third algorithm is a vector-based method 
implemented in r.flow. After computing flow accumulation with each of the three methods, students are asked to 
compare the results by visualizing the outputs with gj.Map and writing a brief description.

In the second half of the notebook, we model a flood event where the water level rises to 5 m above the channel 
banks. We use the HAND method along a small network of streams. We also use a larger computational region for this 
section and therefore, a higher threshold when computing drainage basins with r.watershed. After computing the 
streams, drainage basins, and flow accumulation rasters with r.watershed, we compute the HAND terrain raster 
with r.stream.distance. Finally, we create a time series of the water rising from its banks to 5 m above at 0.5-m 
intervals with r.lake.series. The last question of the notebook asks students to visualize the resulting space–
time dataset with the TimeSeriesMap class, creating an animation of the flood caused by the rising water levels.

The focus of our work was on the quick development and implementation of grass.jupyter to support note-
book tutorials, so we did not examine the impact on the students directly. We were still able to make some general 
observations in the classroom. Several students noted they enjoyed being able to experiment with GRASS tools by 
varying parameters and visually observing the effect while working through the tutorial sections of the notebooks. By 
hosting the notebooks on GitHub and including a link to Binder, students could easily access and run the notebooks 
without  installing and configuring software on their personal computers. This also gave the students exposure to work-
ing with Git and GitHub, important tools for open science and collaborative research. However, running the notebooks 
locally was difficult for many students. Due to the required configuration of path variables on the Windows operating 
system and installation of required packages, many students switched to Binder right away. For students that did get the 
notebooks running locally, we often encountered issues that were specific to their version of GRASS GIS or operating 
system.

5 | DISCUSSION

In this aricle, we presented a novel Python package, grass.jupyter, that integrates GRASS GIS with Jupyter 
Notebooks by providing convenient visualization and session management tools. The package, a product of commu-
nity collaboration and discussion, extends the existing GRASS Python API so that GRASS GIS is more accessible 
to Jupyter Notebook users and provides a user-friendly way to share GRASS workflows. In particular, the package 
removes the need for users to modify environmental variables when launching GRASS GIS or creating renderings. It 
also provides interactive visualization tools through integration with folium and ipywidgets, allowing users to explore 
data by zooming in and out and creating animations of temporal data. All of the visualizations can be easily saved 
outside the notebook, giving users another method for sharing their work. We also describe our main application 
where grass.jupyter was used to facilitate teaching a graduate-level course on advanced geospatial modeling 
and discuss a specific example notebook on surface water processes.

By streamlining the usage of GRASS GIS in Jupyter Notebooks, the package allows Jupyter users easier access 
to GRASS's broad variety of tools, from basic GIS processing tools to remote sensing and hydrology algorithms. 
Although these workflows were possible without grass.jupyter, they either required using and integrating many 
different Python libraries with extensive custom code or overcoming the barriers with the existing GRASS Python 
API. Additionally, using grass.jupyter can significantly shorten the number of code lines required. For example, 
a recent Jupyter Notebook tutorial on urban development modeling was recently re-written using grass.jupyter 
and the code supporting the notebooks was shortened by 61% (Petrasova & Petras, 2022).

In addition to session management, grass.jupyter enables easy visualization of data in GRASS GIS. There 
are several packages that are particularly popular for data visualization in Jupyter Notebooks, such as Matplotlib 
(Hunter,  2007), seaborn (Waskom,  2021), imageio (Klein et  al.,  2022) and geospatial-specific libraries like folium 
(Filipe et al., 2022) and GeoPandas (Jordahl et al., 2020). Visualization workflows using these libraries often require 
users to manipulate and manage data closely: re-projecting data, explicitly handling extent plotted or using separate 
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HAEDRICH et al. 13

libraries for raster and vector data. With the grass.jupyter package and GRASS approach to data management, 
users do not need to clip data to matching extents, handle projection mismatches or re-sample data to matching 
resolutions to visualize it. The package also provides a unified interface for visualizing raster and vector data.

While open-source GIS projects such as Whitebox and QGIS use these popular visualization packages for display-
ing data, they additionally have specialized extensions for Jupyter Notebooks to provide more interactivity or simplify 
setup. Whitebox has a third-party package for Jupyter Notebooks that creates an interactive, inline GUI for users to 
browse and execute Whitebox tools (giswqs/whiteboxgui, 2022). QGIS can also be used from within a notebook but, 
similarly to GRASS GIS, it requires some environment configuration to access QGIS tools (van der Kwast, 2022b). The 
qgis-nbextension extension helps shorten this environmental setup for QGIS (2022). GRASS' Jupyter-specific 
addition, the grass.jupyter package, currently focuses on management of environment configuration and visu-
alization but could be extended to take advantage of other Jupyter Notebooks' interactivity features in the future.

The grass.jupyter package opens new opportunities in developing open educational resources for geospa-
tial analytics, from short tutorials to advanced semester-long courses, allowing Jupyter-based courses to expand 
and include workflows that use GRASS's extensive tool library. Already, the package has been used in three confer-
ence workshops for teaching GRASS GIS in Python and for remote sensing (Andreo et al., 2022; GRASS GIS, 2022b; 
Neteler, 2022). One of the workshops was online, and two were in-person. Use of notebooks and the package together 
with Binder (Jupyter et al., 2018) facilitated easier interaction with the users and workshop leaders by reducing the 
amount of time used for software installation and environment setup, thereby allowing participants to focus on the main 
concepts of the workshop. In line with the work of Reades (2020) and Arribas-Bel (2019), we presented open educa-
tion notebooks used to teach a graduate-level course in geospatial sciences. Reades (2020) and Arribas-Bel (2019) 
present materials on point pattern analysis, clustering, classification and data visualization using common geospatial 
libraries like GeoPandas (Jordahl et al., 2020), Shapely (Gillies et al., 2022), GDAL (Rouault et al., 2022), PySAL (Rey & 
Anselin, 2007), and folium (Filipe et al., 2022). The notebooks presented here leverage GRASS's extensive toolbox for 
several modeling workflows, ranging from hydrological modeling to urban development modeling.

With feedback from the graduate course students and the GRASS user community, we have accumulated a list 
of features that would improve the integration of GRASS GIS and Jupyter Notebooks. In particular, we see several 
opportunities for future work on improving the handling of large datasets and offering increased interactivity with 
InteractiveMap. As mentioned in Section 3.2.5, rendering large rasters at their native resolution in Interac-
tiveMap can be computationally intensive and may require a problematically large amount of memory; offering a 
tiling method using GDAL tools could be a solution. Similarly, for large time series, parallelization of TimeSeriesMap 
could further reduce the rendering time. For increasing the interactivity with InteractiveMap, we hope to add 
vector and raster pixel querying. Raster pixel querying would likely require integration with ipyleaflet, another Python 
library for Leaflet.js that allows for front-end to back-end communication, thereby capturing user input.

In the future, we also hope to expand the curriculum of GIS714 at North Carolina State University to include 
additional geocomputation domains such as machine-learning algorithms (MLAs), clustering and classification and the 
processing and analysis of remote sensing data. For example, the r.learn and v.class tool families both include 
several machine learning classification algorithms and they have been applied in several studies (Flasse et al., 2021; 
Koreň et al., 2021; Silver et al., 2019). GRASS GIS can also be integrated with third-party MLAs like MaxEnt (Andreo 
et al., 2021) which could be demonstrated using a notebook tutorial. For classification and clustering in remote sens-
ing, there are already several tutorials demonstrating typical workflows using grass.jupyter (Andreo et al., 2022; 
Neteler, 2022).

The package presented here and the accompanying notebooks are one piece in a mosaic of efforts that support 
and advance open science. By integrating GRASS GIS and Jupyter Notebooks, grass.jupyter supports the crea-
tion of more open education resources for learning geospatial programming, helping to meet the rising demand for 
programming knowledge in the geospatial sciences. Since Jupyter Notebooks are readily shareable and operate in 
web browsers, the grass.jupyter also facilitates remote, hybrid and asynchronous instruction. The authors of 
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HAEDRICH et al.14

this article hope this work is a catalyst towards expanding the capabilities of grass.jupyter and increasing the 
quantity and quality of open education resources for advanced geospatial modeling.
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